Szövegfeldolgozás és XML

# Tananyag

Megismerkedünk az XML-el, a SAX feldolgozással és létrehozzuk egy saját implementációt egy keretprogramba beledolgozva.

## XML

Az XML rövidítés az eXtensible Markup Language (Kiterjeszthető Jelölő nyelv)-ből jön. Szöveges fájlban tároljuk az adatokat, címkékből (tag), attribútumokból és a tartalomból áll. Hierarchikus szerkezetű. SGML-re építve kezdték 1996-ban kidolgozni. 1998-ban jelent meg az ajánlás első változata. Az 1.0 verzió a legelterjedtebb, amit használunk.

### Célok a létrehozáskor

* Közvetlenül használható az Interneten
* Alkalmazások támogassák
* Egyszerű kezelhetőség
* Ember által olvasható és érthető
* Egyszerűen elkészíthető
* Dokumentum típus definíciók formális, tömör, gyorsan elkészíthető
* Szabadon használható és terjeszthető

### Szintaxis

#### Példa

<?xml version="1.0"?>

<!-- This is a comment -->

<example>

<teacher executive="true" filled="false"/>

<teacher executive="true">

<etrid>ZSLABCD</etrid>

<name>Zsako, Laszlo</name>

<email>zsako@ludens.elte.hu</email>

</teacher>

<teacher>

<etrid>MELEAET</etrid>

<name>Menyhart, Laszlo</name>

<email>menyhart@inf.elte.hu</email>

</teacher>

</example>

Az első sorban szerepel az XML deklaráció, mely megmutatja a használt XML verziót és esetleg a karakterkódolást, ami most hiányzik.

A második sorban egy megjegyzés szerepel.

A harmadik sorban a gyökérelem, az "<example>" található.

Majd egy üres elem (element) következik, ahol már két attribútum is található, az "<teacher>".

A következő sorban egy nyitó tag látható egy attribútummal.

Ezután 3 sorban szöveget tartalmazó csomópontok szerepelnek („etrid”, „name”, „email”).

A kilencedik sorban a „teacher” záró tag-je van.

Ezt újra egy teljes „teacher” node követi.

Végül a gyökérelem („example”) lezárásával végződik a dokumentum.

#### Nyitó tag-ek

Nyitó tag-ben az element neve kell, hogy legyen és az attribútumok szerepelhetnek, ha vannak.

#### Záró tag-ek

A HTML-vel ellentétben itt kötelező megadni a záró tag-eket. A nyitó tag nem szerepelhet anélkül.

A nyitó és záró tag-eknek megegyezőknek kell lenniük a betűket tekintve. Fontos, hogy a kis és nagy betűk különbözőeknek számítanak.

Az egymásba ágyazás nagyon fontos. Míg a HTML-ben nem fontos a záró tag-ek sorrendje, az XML dokumentum felépítése a leszármazásra épül, ezért itt a második a helyes.

<b>**<i>**Vastag és dőlt szöveg. HIBÁS!**</b>**</i>

<b>**<i>**Vastag és dőlt szöveg. HELYES!**</i>**</b>

#### Egy gyökérelem

Minden XML dokumentumnak egy gyökéreleme kell, hogy legyen. Ennek lehet gyereke, mely ugyancsak tartalmazhat egy leszármazottat.

<gyoker>

<gyerek>

<leszarmazott>...</leszarmazott>

</gyerek>

</gyoker>

#### Attributumok

Az attribútumok név-érték párként szerepelnek. Kötelező betartani, hogy az érték idézőjelek között van. Így csak a második példa helyes.

<oldal azon=0> - HIBÁS

<oldal azon="0"> - HELYES

#### Megjegyzés

A megjegyzést ugyanúgy kell írni, mint a HTML-ben.

<!-- Ez egy megjegyzés. -->

### Well-formed, jól formázott dokumentum

Azt az XML dokumentumot nevezhetjük jól formázottnak, aminek az elkészítésekor betartottuk a fenti szabályokat.

### Valid, érvényes dokumentum

Az érvényes (Valid) XML dokumentum jól formázott és ezen kívül a struktúrája megfelel a szerző által felállított szabályoknak. Ezeket a szabályokat is le kell írnunk, erre van a következő két lehetőség.

#### DTD

A DTD definiálja az XML dokumentum elemeinek struktúráját. Azt, hogy milyen elemekből állhat, azok milyen struktúrában épülnek fel. A DTD egy speciális definíció, melyet az XML dokumentum is tartalmazhat (belső deklarációként <!DOCTYPE …> node-ként) vagy egy külső fájlra is lehet hivatkozni. Csak az element-ek és az attribútumok neveit, előfordulásaik helyét, számát, sorrendjét lehet meghatározni ezzel.

#### XSD

Az XML Schema Definition vagy XSD a DTD-nek egy kiterjesztése. Az XML dokumentum struktúrája, adatainak típusa írható le benne XML formátumban. Definiálhatjuk benne az XML dokumentumban szereplő elemeket, attribútumokat, leszármazásokat, az elemek számára írhatunk előírásokat, adattípusokat használhatunk a megadás során és a rögzített adatokat is megadhatjuk. A DTD-nél jobban használható, több információt adhatunk meg. Támogatja az adattípusokat és a névtereket. Így nem csak szintaktikai, hanem szemantikai ellenőrzésre is lehet használni.

### Speciális karakterek

Vannak olyan karakterek, melyek feldolgozás megkönnyítése érdekében speciális tulajdonságokkal rendelkeznek. Például az "<" karakter a tag-ek kezdetét jelenti, így helyett a "&lt;" karaktersorozatot kell írni. Több ilyen karakter van, melyek helyett a helyettesítésükre definiált ENTITY karaktereket lehet írni. Az egyedek mindig a "&" karakterrel kezdődnek és a ";"-vel végződnek.

|  |  |  |
| --- | --- | --- |
| **Entity** | **Helyettesített jel** | **Leírás** |
| &lt; | < | kisebb, mint (less than) |
| &gt; | > | nagyobb, mint (greater than) |
| &amp; | & | és (ampersand) |
| &apos; | ’ | aposztróf (apostrophe) |
| &quot; | ” | macskaköröm (quotation mark) |
| &#337; | ő | a karakterkódok szám értékei is használhatóak |

### CDATA szekció

Olyan adathalmazokat is meg kell jeleníteni, ahol nehéz lenne megoldani a karaktercseréket vagy nem akarjuk pl. „K&H Bank” nevének a tárolásakor. Itt megadhatjuk, hogy az adott rész ne kerüljön feldolgozásra. Létre kell hoznunk egy CDATA, karakteradat szekciót. Így ebbe a részbe bármilyen adatot lehet írni. Kivétel a záró jelsorozatot nem lehet beírni a közepére, hiszen akkor ott érzékelné az adatcsomag végét.

<![CDATA[

A kezdő jelsorozat van az előző sorban. Akármilyen, nem feldolgozott szöveg következhet még „<” jel és „&” is. A végét jelentő karaktersorozat:

]]>

### Tag és element vagy node

Az element (elem) másik elnevezése a node ((fa) csomópont), ami a DOM-ból (lásd később) származik.

Egy element nyitó tag-ből, záró tag-ből és az element tartalmából áll. A nyitó tag a „<” (kisebb) jel, az elem neve, az esetleges attribútumok felsorolásából (név=”érték” formában) és „>” (nagyobb) jelből áll. A záró tag a „<” (kisebb) jel, „/” (per) jel, az elem nevéből áll. A TARTALOM lehet szöveg, vagy leszármazott újabb element-ek. A feldolgozást nehezíti, ezért nem szeretjük a kevert (mixed) element tartalmakat, amikor vegyesen van szöveg és leszármazott element a tartalomban.

<tagname attribute=”value”>CONTENT</tagname>

Ha nincs az element-nek tartalma (<tagname></tagname>), akkor azt rövidíthetjük úgy, hogy a nyitó tag végén jelezzük egy „/” (per) jellel, hogy rögtön az elem végére értünk, nincs tartalma (<tagname/>). Természetesen attribútumok lehetnek itt is.

### Nagyon jól formázott („Very well”-formed)

Azért, hogy a megoldásunk minél egyszerűbb legyen, vagyis ne kelljen figyelni a fölösleges space-kre, tabulátorokra, ne legyen probléma az előre olvasott karakterek elhagyásából, bevezetjük a nagyon jól formázott definíciót, ahol a jól formázottságon kívül még kell, hogy

1. az attribútumok között pontosan egy üres hely (space) legyen
2. ne legyen kevert (mixed) node, ahol egy elemen belül van szöveg másik elem és szöveg esetleg (<div>Egy <b>félkövér</b> szöveg</div> nem elfogadható.)
3. Az üres node lezáró „/” (per) jele rögtön az utolsó attribútum után következzen.
4. Záró tag-nél a „<” (kisebb) jel után rögtön a „/” (per) jel következzen.

## XML feldolgozása

### DOM

Dokumentum Objektum Model (Document Object Model), mely egy fa szerkezetben (struktúra) képzeli el a szöveget. A feldolgozáskor beolvassa a teljes fájlt a memóriába és egy fa adatszerkezetben tárolja. Az elemek elérése, programozása gyorsabb, hiszen közvetlenül a memóriában tudja bejárni a fát akár többször. De nagy a memória igénye.

### SAX

Egyszerű programozási interfész az XML-hez (Simple API for XML), mely az XML dokumentumot egy egyszerű szövegfájlnak tekinti, melyet szekvenciálisan dolgoz fel. Így ha egy elem megkeresése után egy korábbi elemre van szükség, akkor újra elkezdi elölről olvasni a fájlt. Lassabb vele a munka bizonyos esetekben (ha egyszer kell szekvenciálisan végigolvasni, nyilván nem lassabb.). Memóriaigénye kicsi (egy node adattartalmától függ). Szinte minden programnyelven van függvénykönyvtár, ami ezt megvalósítja. Ma mi is megvalósítjuk! Jellemzően az a megoldás, hogy van egy általános „parse”-olás, feldolgozás, ami callback hívásokkal a saját függvényeinket futtatja le. Több féle megoldás lehet: interface-n keresztüli elérés, absztrakt osztály, eseményvezérlés, … . Mi most a legegyszerűbbet, a függvények felülírását választjuk beágyazott, include fájl segítségével.

A következő eseményeket, alapműveleteket definiálja:

|  |  |  |
| --- | --- | --- |
| **Esemény/Művelet** | **Mikor** | **Paraméterek** |
| **startDocument** | A fájl/dokumentum elején hajtódik végre | nincs |
| **endDocument** | A fájl/dokumentum végén hajtódik végre | nincs |
| **startElement** | Egy nyitó tag olvasásakor fut le | elem neve, attribútum-lista, [névtér] |
| **endElement** | Egy záró tag olvasásakor fut le | elem neve, [névtér] |
| **characters** | Karakteres/szöveges adatok olvasásakor fut le. | Szöveg (olvasott karakterek) |

Ezeken kívül még párat, amikkel most nem foglalkozunk:

* processingInstruction - feldolgozási utasítás
* ignorableWhitespaces – mellőzhetőKarakterek
* skippedEntity – kihagyottEntitások

Sőt mi is írhatunk sajátot és felüldefiniálhatjuk például a kommentek kezelésére.

# SAX\_template

## Letöltés

<http://xml.inf.elte.hu/2009_10_2/szovegfeldolgozas_xml/SAX_template.zip>

<http://xml.inf.elte.hu/>

Oktatás / 2009/2010 Tavaszi félév / Szövegfeldolgozás - XML

SAX\_template.zip

## Fájlok

|  |  |
| --- | --- |
| **Fájl neve** | **Leírása** |
| unit1.pas | Főprogram a felületnek. **Nem kell módosítani!** |
| saxunit.pas | Az általános feldolgozó eljárást és a segédeljárásokat tartalmazza |
| SAX\_handler.inc | Az alapműveleti eseményekkor meghívott eljárásokat tartalmazza (fenti 5) |

## Felület

![](data:image/png;base64,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)

Napló bejegyzések helye

Eredmény helye

Eredmény mentése

Fájl helyének kiválasztása után

SAX feldolgozás indítása

Fájl kiválasztása után

Kilépés

## Típusok

Külön típust hoztunk létre az attribútum tárolására a név és érték külön tárolására.

TAttribute=Rekord

name:Szöveg

value: Szöveg

vége

Egy elemhez több attribútum tartozhat, így azokat tömbbe szervezzük.

TAttributeArray=Tömb(1..100:TAttribute)

Az attribútumok tömbjét kvázi listaként használjuk, vagyis az elemszámot még kezeljük.

TAttributeList= Rekord

count:egész;

item:TAttributeArray;

end;

## Változók

A fő változók a SAX osztályon belül a generált szöveg és a naplóbejegyzések tárolására használt szöveges változók, illetve a szöveges fájl.

parsedStr,log:Szöveg;

f\_xml:SzövegesFájl;

## Segédváltozók

Néhány segéd változóra is szükség lehet. Karakter előre olvasására vagy a szöveg karakterinek gyűjtésére.

ch:Karakter;

s1,s:Szöveg;

Az attribútum nevének és értékének tárolására külön, majd egyben az attribútumok listájában.

ename,value: Szöveg;

att\_list:TAttributeList;

Illetve az elválasztáskor az „=” (egyenlőség) jel pozíciójára.

p: egész;

Ciklusváltozóra.

i:egész;

A tag illetve node végének jelölésére.

endoftag,endofnode:Logikai;

## Eljárások és függvények

A fő változókhoz hozunk létre getter/setter függvényeket, melyeken keresztül lehet elérni a változót.

setString(fs: Szöveg);

setLog(fs: Szöveg);

getString: Szöveg;

getLog: Szöveg;

A fő változókhoz hozzá is fogunk fűzni adatot.

addString(fs: Szöveg);

addLog(fs: Szöveg);

Az XML fájl feldolgozását a következő általános eljárás végzi el.

parseXML(fname: Szöveg);

Szükségünk lesz parse-oláshoz a következő eljárásokra.

readForwardACharacter: Szöveg;

readToLess: Szöveg;

readToGreater: Szöveg;

readAWord(endoftag:Logikai;endofnode:Logikai): Szöveg;

readCDATASection: Szöveg;

readAttributesTo(att\_list:TAttributeList; endofnode:Logikai);

A következő eljárásokat fogjuk felülírni, mint saját események. Ezek a SAX\_handler.inc fájlban találhatóak.

startDocument;

endDocument;

startElement(ename: Szöveg;attr\_list:TAttributeList);

endElement(ename: Szöveg);

findCharacters(value: Szöveg);

A nyitó tag feldolgozásához segédfüggvény a következő.

getAttributeValue(attr\_list:TAttributeList;aname: Szöveg): Szöveg;

# Algoritmusok

## SAX feldolgozás megvalósítása (SAX\_handler.inc)

### startElement(ename:Szöveg;attr\_list:TAttributeList)

Az nyitó tag olvasásakor fut le.

elágazás

ename='example' esetén

//táblázat kezdete

addString(' <table border="1" cellpadding="0" cellspacing="0">');

addString(' <tr><td>ETR id</td><td>Name</td><td>E-mail</td></tr>');

ename='teacher' esetén

//sor eleje

line:=' <tr';

//ha van attributum, akkor kiolvassuk az „executive” értékét

ha attr\_list.count>0 akkor

value:=getAttributeValue(attr\_list,'executive');

//ha igazra („true”) van állítva, akkor a stílusosztály legyen „gray” és így majd szürke háttérrel jelenik meg.

ha value='true' akkor

line:=line+' class="gray"';

elágazás vége

elágazás vége;

line:=line+'>';

addString(line);

((ename='etrid') vagy (ename='name') vagy (ename='email')) esetén

addString(' <td>');

elágazás vége;

### endElement(ename: Szöveg)

Az záró tag olvasásakor fut le.

elágazás

ename='example' esetén

//táblázat vége

addString(' </table>');

ename='teacher' esetén

//sor vége

addString(' </tr>');

((ename='etrid') vagy (ename='name') vagy (ename='email')) esetén

//mező vége

addString(' </td>');

elágazás vége;

## getAttributeValue megvalósítása (saxunit.pas)

### getAttributeValue(attr\_list:TAttributeList;aname: Szöveg): Szöveg

Lineáris kereséssel megkeressük az „aname”-hoz tartozó rekordot a listában, majd ha megtaláljuk, akkor visszaadjuk a rekordbeli értéket.

value:='';

i:=1;

ciklus amíg ((i<=attr\_list.count) és (attr\_list.item[i].name<>aname))

inc(i);

ciklus vége;

ha (i<=attr\_list.count) akkor

value:=attr\_list.item[i].value;

elágazás vége;

getAttributeValue:=value;

## parseXML megvalósítása (saxunit.pas)

### parseXML(fname: Szöveg);

Ez az általános feldolgozó eljárás, mely a paraméterként megkapott nevű fájlból olvassa a karaktereket szekvenciálisan. A futás a fájl megnyitásával, a startDocument eljárás meghívásával kezdődik és a fájl lezárásával, az endDocument eljárás meghívásával fejeződik be. Először az első tag kezdetét ( az első „<” (kisebb) jelet) megkeressük, addig kiolvassuk a karaktereket. Itt kezdődik a feldolgozás. Addig folytatjuk, amíg nem érünk a fájl végére. Beolvassuk a tag első karakterét, ami alapján elágazunk és feldolgozzuk a nyitó tag-et, majd kiolvassuk a következő tag-ig („<” (kisebb) jelig) a karaktereket és azokat is feldolgozzuk. Visszatérve az elágazásra, ahol négy (4) lehetőség van.

1. A „/” (per) jel a záró tag-et jelenti, ahol ki kell olvasni a tag nevét és meg kell hívni az endElement eljárást.
2. A „?” (kérdőjel) jel feldolgozási utasítást jelent, amikor a nagyobb jelig beolvassuk a karaktereket, de tovább most nem dolgozzuk fel.
3. A „!” (felkiáltójel) jel speciális element-et jelent. Ilyenkor még a következő karaktert is beolvassuk és újból elágazunk ettől függően. Itt újra négy (4) lehetőség van.
   1. A „-„ (mínusz) jel megjegyzésre utal. Ekkor csak a nagyobb jelig beolvassuk a karaktereket, de tovább most nem dolgozzuk fel, mint a 2. esetben.
   2. A „D” betű a dokumentum típus definícióra utal. Ekkor ismét csak a nagyobb jelig olvassuk be a karaktereket, de tovább most nem dolgozzuk fel, mint az előbb.
   3. A „[„ (szögletes nyitó zárójel) jel a CDATA szekciót kezdi. Aminek lezárása a „]]>” (szögletes záró zárójel, szögletes záró zárójel, nagyobb jel) karaktersorozat. A szekció tartalmát beolvassuk és karaktersorozatként feldolgozzuk.
   4. Az összes többi eset ismeretlen a feldolgozás szempontjából. Így ismét csak a nagyobb jelig olvassuk be a karaktereket, de tovább most nem dolgozzuk fel, mint a b) esetben.
4. Más karakter esetén a nyitó tag nevének első kerekterét olvastuk, így folytatjuk a név beolvasását, majd, ha még nincs vége a tag-nek („endoftag”), akkor az attribútumokat is beolvassuk. Ha a nyitótag végén szerepel egy „/” (per) jel („endofnode”), akkor az olyan, mintha a záró tag-et is beolvastuk volna, mert üres element-ről van szó.

//Kiürítjük feldolgozott szöveget az új feldolgozás előtt.

setString('');

Nyit(f\_xml,fname);

//Dokumentum kezdete

startDocument;

//Kiolvassuk a fájl tartalmát az első ”<” (kisebb) jelig.

s:=readToLess;

ciklus amíg (nem fájl\_vége(f\_xml))

s:=readForwardACharacter;

elágazás

s='/' esetén

//Element vége

ename:=readAWord(endoftag,endofnode);

endElement(ename);

s='?' esetén

//Feldolgozási utasítás - kihagyjuk

s:=readToGreater;

s='!' esetén

//Speciális element

s:=readForwardACharacter;

elágazás

s='-' esetén

//Megjegyzés (<!--...-->)'

s:=readToGreater;

s='D' esetén

//DTD (<!DOCTYPE...>)'

s:=readToGreater;

s='[' esetén

//CDATA (<![CDATA[...]]>);

s:=readCDATASection;

ha s<>'' akkor

findCharacters(s);

elágazás vége

egyéb esetekben (különben)

//Ismeretlen speciális element

s:=readToGreater;

elágazás vége;

egyéb esetekben (különben)

//element kezdete, s tartalmazza a név első betűjét!

ename:=readAWord(endoftag,endofnode);

ename:=s+ename;

att\_list.count:=0;

ha nem endoftag akkor

readAttributesTo(att\_list,endofnode);

elágazás vége

//Element kezdete

startElement(ename,att\_list);

//Ha a nyitó tag végén van „/” (per) jel, akkor üres tag, és rögtön le kell zárni

ha endofnode akkor

//Element vége

endElement(ename);

elágazás vége

elágazás vége;

//Beolvassuk a karaktereket a következő (nyitó vagy záró) tag-ig, ami „<” (kisebb) jellel kezdődik, a trim függvény levágja az elejéről és végéről a fölösleges karaktereket

s:=trim(readToLess);

ha s<>'' akkor

findCharacters(s);

elágazás vége;

ciklus vége;

//Dokumentum vége

endDocument;

Zár(f\_xml);

## segéd eljárások megvalósítása (saxunit.pas)

### readForwardACharacter: Szöveg;

Egy karakter beolvasása (előre olvasás), majd szövegként visszaadjuk.

KaraktertOlvas(f\_xml,ch);

readForwardACharacter:=ch;

### readToLess: Szöveg;

Egy karakter előreolvasása majd a szöveghez fűzése addig, amíg a „<” (kisebb) jelet nem kapjuk. Az utolsó, már beolvasott karaktert elfelejtjük. Elhagyhatjuk, mert vagy szóválasztó vagy a tag végét jelző karakter.

s:='';

s1:=readForwardACharacter;

ciklus amíg ((nem fájl\_vége(f\_xml)) és (s1<>'<'))

s:=s+s1;

s1:=readForwardACharacter;

ciklus vége;

readToLess:=s;

### readToGreater: Szöveg;

Egy karakter előreolvasása majd a szöveghez fűzése addig, amíg a „>” (nagyobb) jelet nem kapjuk. Az utolsó, már beolvasott karaktert elfelejtjük. Elhagyhatjuk, mert vagy szó elválasztó vagy a tag végét jelző karakter.

s:='';

s1:=readForwardACharacter;

ciklus amíg ((nem fájl\_vége(f\_xml)) és (s1<>'>'))

s:=s+s1;

s1:=readForwardACharacter;

ciklus vége;

readToGreater:=s;

### readAWord(var endoftag:Logikai;var endofnode: Logikai): Szöveg;

Egy karakter előreolvasása majd a szöveghez fűzése addig, amíg a szóvégéhez nem érünk, vagyis a „>” (nagyobb), a „/” (per) vagy „ „ (space) jelet nem kapjuk. Az utolsó, már beolvasott karaktert még feldolgozzuk, hogy vége van-e tag-nek vagy node-nak, majd elfelejtjük. Elhagyhatjuk, mert vagy szó elválasztó vagy a tag végét jelző karakter. Az endofnode jelzi, hogy nem lesz záró tag vagyis a „startElement” után az „endElement”-et is rögtön meg kell hívni.

endofnode:=HAMIS;

s:='';

s1:=readForwardACharacter;

ciklus amíg ((nem fájl\_vége (f\_xml)) és (s1<>'>') és (s1<>' ') és (s1<>'/'))

s:=s+s1;

s1:=readForwardACharacter;

ciklus vége;

ha s1='/' akkor

endofnode:=true;

s1:=readToGreater;

endoftag:=true;

különben

endoftag:=(s1='>');

elágazás vége;

readAWord:=s;

### readCDATASection: Szöveg;

Hasonlít a szó beolvasására (readAWord), de 3 karaktert kell előre olvasni, és „]]>”-nél van vége.

Házi feladat!

### readAttributesTo(var att\_list:TAttributeList;var endofnode: Logikai);

Hátul-tesztelős ciklusban, hogy egyszer mindenképpen lefusson, beolvasunk egy szót (név=”érték” formátumban), majd azt szétvágjuk a névre illetve értékre, amit az attribútumok listájába töltünk. Továbbadjuk a szóolvasból kapott „endofnode” paraméter értékét.

ciklus

//Olvasunk egy szót.

s:=readAWorld(endoftag,endofnode);

//Növeljük az attribútumok számát

att\_list.count:=att\_list.count+1;

//Az „=” (egyenlőség) jel pozícióját megkeressük

p:=Pos('=',s);

//A szövegből kimásoljuk az attribútum nevét tartalmazó részt. Az „=” (egyenlőség) jelet már nem.

att\_list.item[att\_list.count].name:=Szövegrészt\_másol(s,1,p-1);

// A szövegből kimásoljuk az attribútum értékét tartalmazó részt. Az „”” (macskaköröm) jeleket nem.

att\_list.item[att\_list.count].value:=Szövegrészt\_másol(s,p+2,length(s)-p-2);

amíg nem (fájl\_vége(f\_xml) vagy endoftag);
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